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Abstract: Database deploying is one of the remarkable utilities in cloud computing where the Information Proprietor (IP) assigns the database administration to the Cloud Service Provider (CSP) in order to lower the administration overhead and preservation expenditures of the database. Regardless of its overwhelming advantages, it experiences few security problems such as confidentiality of deployed database and auditability of search outcome. In recent past, survey has been carried out on the auditability of search outcome of deployed database that gives preciseness and intactness of search outcome. But in the prevailing schemes, since there is flow of data between IP and the clients repeatedly, huge communication cost is incurred at the Information Proprietor side. To address this challenge, we introduce Verifiable Auditing of Outsourced Database with Token Enforced Cloud Storage (VOTE) mechanism based on Merkle Hash Tree (MHT), Invertible Bloom Filter (IBF) and Counting Bloom Filter (CBF). The proposed scheme reduces the huge communication cost at the Information Proprietor side and achieves preciseness and intactness of the search outcome. Experimental analysis show that the proposed scheme has totally reduced the huge communication cost at the Information Proprietor side, and simultaneously achieves the preciseness and intactness of search outcome though the semi-trusted CSP deliberately sends a null set.
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I. INTRODUCTION

Distributed computing allows adaptable and on-demand network access to a concentrated pool of customizable reckoning resources. It has enough advantages for applications for instance, universal network access, locality independent resource pooling, fast resource adaptable, utilization-based pricing and deploying. In the outsourcing reckoning model, the customers can deploy the extravagant reckoning and repository into the CSP and relish the extensive reckoning and repository utilities in a pay-as-you-go fashion [1].

Repository outsourcing is becoming progressively appealing to both commercial enterprise and academic community because of the benefits of reasonable price, high availability and easy distribution.

As one of the repository deploying forms, distributed repository acquires wide recognition in the last few years. One of the primary utilities of distributed computing is deploying the database. Hacigumus [2] originally implemented the model of database deploying. In the deployed database framework, the IP transfers the database administration to the CSP, in order to alleviate the huge database preservation cost. Furthermore, the IP carry out the database encode process and deploys the encoded database along the equivalent labels to the CSP.

Now a day's optical networks [3], [4] have been deployed all over the globe for efficient information communication. The CSP is liable for furnishing all imperative resources and utilities to the clients. The clients can generate numerous inquiry requests to the CSP and accept the equivalent outcome from the CSP. The Database-as-a-Service (DAS) framework, presented in [5], is one of the significant database deploying framework. In this framework, the CSP is accountable for providing schemes for customers to generate, fetch and modify their deployed information. Anyhow, the database deploying arises with the issue on the reliability of customer’s information, and it is necessary to furnish suitable safety means for preserving the deployed information from mischievous external adversary and the CSP. Security in database deploying typically involves information secrecy and information integrity.

Initially, to provide the privacy of the information, conventional encode mechanisms can guarantee that the CSP is unable to learn about the deployed information. The information integrity involves two features, repository integrity and query integrity. Repository integrity implies to the capability to examine if the deployed information are misplaced or manipulated without fetching it. Numerous prevailing mechanisms like confirmable information possession [6] and proofs of retrievability [7] focus to figure out this problem. Query integrity implies to the capability to examine the preciseness and intactness [8], [9] of the inquiry outcome sent from the CSP. Precisely, preciseness implies that the proprietor ought to be proficient to examine the genuineness of the reverted outcome, i.e., the reverted documents are existing in the deployed database and the documents have not been altered. Intactness indicates that the inquiry outcome needs to contain all original documents that satisfy the query conditions. Several confirmable deployed database mechanisms that are implemented utilizing MHT [10], [11] are suggested to audit the preciseness of search outcome. Few of them are: Ma et al., [11] designed an effective authentication mechanism by creating a MHT on every respective tuple. In order to validate the auditability of
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search outcome, the CSP only needs to yield the equivalent Verification Object (VO) with signature of MHT. Still, the construction does not assure the entirety of search outcome. Pang et al., [12] partially reviewed the challenges of entirety based on the signature aggregation method. The limitation of the mechanism is that the scheme does not determine the misbehavior of the CSP.

However, many of these schemes are unable to accomplish integrity validation. To address this challenge, few mechanisms are analyzed in accordance with aggregated signature and signature chaining [11], [13]; these mechanisms decline to examine the case when a null set is sent by the cloud. While, the probabilistic auditing techniques accomplish the preciseness by inserting few spurious documents into the deployed database in advance, anyhow it is necessary that the spurious documents need to be recognized by all genuine customers. Currently, Wang et al., [8] designed a confirmable auditing mechanism which is constructed utilizing the Bloom filter.

The customer is able to examine the sincerity of search outcome though the CSP knowingly sends a null set. The limitation is that the mechanism has huge reckoning and transmission cost. In [9], authors improved their proposal with a IBF and CBF so that it functions in the dynamic conditions. The proposed mechanism is enhanced to multi-client framework that can withstand conspiracy assault between the CSP and any mischievous customers. The drawback is that it has equivalent reckoning and repository overhead. But in the prevailing schemes [8], since there is a flow of data between IP and the clients repeatedly, huge communication cost prevails at the IP side. To address this challenge, we introduce Verifiable Auditing of Outsourced Database with Token Enforced Cloud Storage (VOTE) scheme.

A. Motivation

In the existing scheme, any client can request any data from the cloud. As CSP is a semi-trusted entity, he does not bother whether the client is legitimate or not. The CSP transmits the information relevant to the query, as requested by the client. The information received by the client is in an encrypted form; hence the client sends ciphertext to the Information Proprietor (IP). Further, the IP confirms whether the client is legitimate person decrypts and send the plaintext data to the client. This is a tedious procedure and hence there is a necessity to reduce the huge transmission cost caused by the irrelevant transaction of huge data. In the proposed scheme, we allow the clients to send the token that consists of queries to the IP. The IP decides whether the client is a legitimate person and then sends the token to the CSP. The CSP sends the requested tuples to the clients. Thus the proposed scheme reduces the huge communication cost prevailing at the IP side and achieves preciseness and intactness of the search outcome.

B. Contribution

In this paper, we introduce a Verifiable Auditing for Outsourced Database with Token Enforced Cloud Storage (VOTE) mechanism that achieves the preciseness and intactness of search outcome though the semi-trusted CSP deliberately sends a null set. Particularly, our contributions can be summarized as follows:

(i) The proposed scheme reduces the huge communication cost prevailing at the IP side (in existing scheme) i.e., the flow/interactions with the IP and the clients again and again is reduced.

(ii) Clients efficiently checks for the exactness and entirety of the search outcome.

C. Organization

The paper is organized as follows: Initially, we study the related works on confirmable deployed database and the background work gives earlier models and their drawbacks; these are outlined in Section 2. Preliminaries used in the scheme are discussed in Section 3. Problem statement and System architecture are discussed in Section 4. In Section 5, the scheme details of Verifiable Auditing of Outsourced Database with Token Enforced Cloud Storage (VOTE) have been proposed. Security analysis is discussed in section 6. Performance evaluations are analyzed in Section 7. Conclusions are presented in Section 8.

II. RELATED WORK

In this section, we study the advanced research corresponding to the verifiable database approaches and we highlight the limitations associated with each approach. Merkle Hash Tree (MHT) is utilized to confirm the inquiry integrity [10], [8]. The MHT is built for the complete database, in which every leaf node contains an information tuple. The preciseness of inquiry outcome may be checked by re-estimating the signature on the root of the MHT. The limitation is that it has huge amount of transmission and estimation overhead.

Narasimha et al., [14] suggested a confirmation of deployed database mechanism that is constructed utilizing signature aggregation and chaining method. As the CSP is unable to differentiate the false tuple from the genuine ones, the customer can randomly accomplish the preciseness of search outcome by auditing if any qualifying false tuple is existing. But it is required that every false tuple need to be distributed by all the approved clients. It indicates that the adversary may know the false tuples by conspiring with the negotiated client. A versatile and provable search technique [9] is constructed utilizing IBF to realize confirmability of search outcome. A justifiable search technique is outlined for multi-customer scenario. The scheme realizes required security goals and is economical in both information transformation and depository overhead.

C++ is used to carry out simulations [15]. Xiang et al., [16] proposed database outsourcing convention Secure DBS utilizing the Order-Preserving Encryption (OPE) method. The convention bolsters numerous SQL statements over encoded database, for e.g., information retrieval, dynamic insertion and deletion. The limitation of the scheme is that the protocol reveals the orders of attribute values to DSP’s. Venugopal et al., [17] have applied soft computation procedures for data mining applications for repository. Zhang et al., [18] introduced a publicly justifiable reckoning mechanism for
batch matrix multiplication. The mechanism is safe under the co-CDH presumption. The advantage of the scheme is that it has reduced reckoning cost. The drawback is that it has expensive computation cost in the KeyGen phase.

Xiang et al., [19] suggested a justifiable examination scheme for deployed database without a public examiner. The scheme can concurrently prove the preciseness and entirety of inquiry outcome, restricting the mischievous CSP from sending spurious or partial outcome to the customers. The advantages of the mechanism are that it bolsters flexible data dynamics. The limitation is that the mechanism has high reckoning cost in auditing phase. Miao et al., [20] proposed a tangible VDB architecture that supports dynamic keyword search. The advantages of the scheme are that it can concurrently carry out provability of search outcome and sincerity of database. The limitation is that the scheme does not bolster for multi-keyword setting.

Shen et al., [21] designed a secure provable database system that realizes the provability of database documents in the cloud. The proposed mechanism achieves the features of security, exactness, provability and accountability. The limitation of the mechanism is that the reckoning cost is more. Xiang et al., [22] proposed provable verifying scheme for deployed database without a public verifier. The mechanism bolsters partial attribute recovery and extensible data dynamics. The limitation is that the mechanism has high auditing time cost. The comparison of existing schemes for verifiable auditing of outsourced database is shown in Table I

A. Background Work

Wang et al., [8] proposed an original provable auditing mechanism for the deployed database that can concurrently accomplish the preciseness and entirety of search outcome though the mischievous CSP intentionally sends a null set. In addition, the scheme achieves the required security features even in the encoded deployed database. The limitation of the mechanism is that it does not strengthen the dynamic database setting.

III. PRELIMINARIES

A. Invertible Bloom Filter

Counting Bloom Filter (CBF) [9] is a data structure that can detect a given element in a set $S$ and can carry out insert/delete operation. The Invertible Bloom Filter (IBF) [23], is an improved variant of CBF that can effectively determine a specified component of a set. The IBF uses three arbitrary hash functions $f_1, f_2, g; f_i: [1, p] \rightarrow [1, q]$ and $g: [1, p] \rightarrow [1, p_2]$. Assume that $(h_1, \ldots, h_k)$ are $k$ discrete hash functions, where $h_i: (0,1)^* \rightarrow [1, q]$. Every cell in IBF consists of three fields: a count field, an idSum field and a hashSum field. We construct a complementary Bloom filter (called as $C$), that has the similar configuration as $B$, but utilizes only two functions $f_1$ and $f_2$ to map items to its cells.

Fig. 1: The Update operations of Invertible Bloom Filter.

The element $x$ is inserted into the IBF [See Fig. 1.], by choosing $k$ cells that $x$ map to and then the count field is incremented, next, add $x$ and $g(x)$ to the idSum and hashSum field, respectively. Likewise, the deletion operation can be accomplished by just decrementing the counts and subtract out the corresponding summands.

Merkle Hash Tree

The Merkle Hash Tree (MHT) [24] is a binary tree that is utilized to validate information with reduced correspondence cost. Every inner node holds the hash value of the concatenation of its child nodes and every leaf node holds hash value $h(d_i)$ of the verified information value $d_i$, where $h(\cdot)$ is a one-way conspiracy-resistant hash function. For example, given a data set $D = (d_1, d_2, d_3, d_4)$, as illustrated in Fig. 2, $h(i) = h(d_i), i \in \{1,4\}$, $h_{1-2} = h(h(d_1) \| h(d_2))$. The root of the MHT is signed by customary public key signature method. The MHT is utilized to validate any subset of $D$ by employing the Verification Object (VO). For example, in order to validate $d_1$, the VO consists of $h_2$, $h_{1-4}$ and the signature of $h_{1-4}$. The examiner estimates $h_{1-4}' = h(h(h(1) \| h(2)) \| h_{1-4})$ and examines whether $h_{1-4}'$ is equal to $h_{1-4}$. If so, $d_1$ is valid; otherwise, it has been tampered with.

Fig. 2: An Example of Merkle Hash Tree.

**Tuple-MHT:** It refers to a MHT constructed on an
isolated tuple. In particular, every attribute of tuple is identified by a leaf node in the Tuple-MHT [9] creation. Analogous to the creation of MHT, the value of every inner node is obtained from the hash of the concatenation of its two child nodes. The procedure is carried out repeatedly till the root value is allocated. Subsequent to that, the signature of the root is created by the IP. The confirmation procedure of Tuple MHT is identical to the MHT.

IV. PROBLEM DEFINITION

Given the Information Proprietor (IP) encrypts the database and outsources to the CSP and group of users queries the tuples to the IP, the main objectives are:

- The proposed scheme reduces the huge communication cost prevailing at the IP side (in existing scheme) i.e., the flow/interactions with the IP and the clients is reduced.
- Clients efficiently checks for the preciseness and exactness of the search results.

A. System Model

The system framework of verifiable search for deployed database is depicted in Fig. 3. The framework comprises of four objects: Information Proprietor, Group of customers, Cloud Service Provider (CSP) and Arbitration Center (AC). The IP initially encodes the database and deploys to the CSP, and creates corresponding confirmation format that validates the sincerity of the deployed database. Any customer (from the group of user’s) who is interested to query the tuples in the database, sends token which consists of user id and search query request to the IP. The IP decides whether to pass this token to CSP or decline the request or if the user is not reliable, user is revoked.

Once the CSP accepts the token from the IP, CSP sends the encrypted tuples as search results to the clients. The client accomplishes confirmation on retrieved ciphertext tuples. If verification is successful then the client decrypts the ciphertext tuples with the key sent by the IP. Otherwise, the client transmits the conflict index r4 to the AC. The AC checks r4 with the IBF and suggests the client whether to accept or reject the r4. In the case, when the outcome that is sent by the CSP is a null set, AC resolves the issue and suggests the clients. In the existing system, huge communication cost prevails due to the decryption happening at the IP side.

![Fig. 3: System framework of verifiable search for outsourced database](image-url)
B. Threat Model

In this paper, we assume that the CSP is semi-trusted entity but inquisitive, i.e., it might not precisely act in accordance to the proposed convention and sends preciseness and intactness search outcome. Hence, we consider two types of attackers:

- An outside adversary is an object that targets to acquire a bit of information of the database via public channels. This type of adversary involves the repudiated customer and illegitimate customer.
- An internal adversary might possess a bit of information of database (i.e., the CSP). Their objective is to furnish a spurious search outcome without being identified.

V. THE ALGORITHM

A. System Setup Phase

\( \Pi = (K(1^l), Enc, Dec) \) and \( \Pi^0 = (K^0(1^l), Enc^0, Dec^0) \) be IND-CPA reliable symmetric encode mechanisms. Define a pseudo-random permutation \( P: K \times M \rightarrow K \), where \( K \) and \( M \) have the same length. The IP constructs the master key \( \widehat{K} = (k_0, k_1, k_2) \), where \( k_0 \leftarrow K(1), k_1, k_2 \leftarrow K(1^l) \); \( k_0 \) is the key of \( \Pi \), \( k_1, k_2 \) are the keys of \( P \). The IP allocates \( (k_1, k_2) \) with all genuine customers. IP initializes the IBF with \( k \) hash functions that can map integer from \( [1, 2, \ldots, N] \) to \( k \) distinct cells from IBF. Then all specific attributes \( a_l \) and their indexes \( k_i \) are utilized as a form of (key, value) pair and entered it into IBF. The IBF is initialized with \( k \) hash function. Further, all attribute values are embedded into CBF. IP also generates key for the root of Tuple-MHT, i.e., the IP constructs Tuple-MHT for every clients search request for their respective tuples. Then IP shares these keys with the respective clients.

B. Data Outsourcing

Assume that the IP uploads a relational database \( D = (A_1, A_2, \ldots, A_n) \) to the CSP. The IP encodes information tuple by tuple in the manner of [8]. The details are outlined as follows:

- The IP estimates \( h(a) \) for every attribute value \( a \), where \( h(\cdot) \) is a traditional cryptographic hash function, for e.g., SHA-1. Next, all \( h(a) \) are viewed as a leaf node to build a MHT. The root is denoted as \( h(r) \) [See Algorithm 1, Phase I].
- The IP encodes every attribute value \( a_i \) with its index \( r_i \) by employing an IND-CPA reliable symmetric encryption: \( c_i = Enc_{k_0}(r_i \| a_i) \).
- The IP computes generating key \( k_{i1} = P_{s1}(a_i) \) and intermediate ciphertext \( s_i = P_{s2}(a_i) \), then generates search tag \( t_i = Enc_{k_{i0}}(s_i) \). The ciphertext tuple is represented as \( r_{\cdot}^i = (t_1, c_1), \ldots, (t_n, c_n) \| h(r) \| Sig(h(r)) \). CBF represents the first level of IBF. Lastly, the IP outsources \( r_{\cdot}^i \) and CBF to the CSP. Simultaneously, the IBF is transmitted to the AC [See Fig. 4.].

C. Data Retrieving

Assume that a client desires to search information tuple fulfilling the subsequent search condition \( A_q = a_q \). The process is carried out as follows:

- The client primarily produces a token, \( T = (id_c, R) = (id_c, q, A_q^\beta) = (id_c, P_{s3}(a_q), P_{s4}(a_q), A_q^\beta) \) and sends it to the IP [See Fig. 5].
- Upon receiving the token, the IP decides whether to pass this \( T \) to CBF or decline the request or if client is not reliable, the client is revoked. Once the IP confirms that the client is an authorized person, then he sends the token to the CBF.
- After obtaining the token consisting of search request \( R \), the CBF examines if, \( Dec_{\cdot}(r) = q \) is satisfied for every tuple \( (t_i, c_i) \) of attribute \( A_q^\beta \). Then, the information tuples fulfilling the equality and CBF are sent to the client otherwise, the CBF sends CBF as proof to the client.
- Further, the client decrypts \( c_i \) with the key sent by the IP. In the existing scheme [8] huge communication cost prevails as the client sends the ciphertext to the IP and the IP performs decryption and sends the plaintext to the client. In our proposed scheme, irrelevant transactions of huge data i.e., communication cost is reduced [See Algorithm 1, Phase II].

D. Verifying

The client examines the legitimacy of search outcome in terms of both preciseness and intactness [9] as follows:

Case 1: The outcome is a null set:
The client verifies the preciseness of the accepted tuples by utilizing the CBF. If all the retrieved tuples are existing in the CBF, the client accepts the tuples; otherwise the conflict index \( r_q \) is transmitted to the AC. The AC categorizes all the items of CBF. The AC examines if \( r_q \) is incorporated in the CBF or not and suggests the client to accept or decline [See Fig. 6].

Case 2: The outcome is not a null set:
The client examines the preciseness of the search outcome, by re-estimating \( h(r) \) for the retrieved tuples using the Verification Object (VO). The client verifies the legitimacy of \( h(r) \) by examining its equivalent \( Sig(h(r)) \). If it succeeds, the preciseness of the tuples is confirmed and the client accepts the tuples. If the least counter of all hashing positions \( h(t_{r_i}) \) is equal to the number of the accepted information tuples, the preciseness of the tuples is successful and the client accepts the tuples. When the client finds that if the retrieved tuples do not satisfy the preciseness and intactness property, the client transmits the conflicted index \( r_q \) to the AC. The AC categorizes all the existing items of the CBF. The client inspects the counter value of the pure cell of \( r_q \) is equal to the tuple number in the search outcome. If it is successful, then the preciseness and intactness of the search outcome is accomplished and suggests the clients to accept otherwise decline will be submitted [See Algorithm 1, Phase III]. The summary of notations used in the algorithm is shown in Table II.

VI. SECURITY ANALYSIS

Theorem 1: A proposed provable mechanism supports privacy in deployed database.

Proof: With the aim of accomplishing information privacy, the IP encodes the database that permits the CSP
to carry out relational operations on

Fig. 4. Overview of data outsourcing phase

Fig. 5. Overview of data retrieving phase
encoded database without decoding it as follows:

Assume that the client desires to fetch tuples that fulfills $A_i = a_i$. Then the client can transmit tuple $R_q = (t_{iq}, A_i E)$ to the CSP. After accepting tuple $R_q$, the CSP verifies $(t_i, c_i)$ of attribute $A_i$ tuple for equality $t_{iq} = t_i$ in tuple by tuple method. If it succeeds, then CSP transmits every fulfilling tuples to the client. Tuple $R_q$ does not consist of any plain text. Thus, the CSP can achieve relational operation on the tuples in ODB without decoding it. However, CBF and IBF does not disclose the data as arbitrary index is created for every attribute $a_i$ to cache in IBF and CBF. No person can locate correlation between indexes and attribute without decoding it. The assaulter and unapproved client cannot be able to retrieve plaintext without encode mechanism. Therefore, encode key is required to maintain safely by the client. We are presuming the approval amid client and the IP is accurately done. It is also assumed that the assaulter or repudiated client cannot obtain legitimate encode key. Thus, we can realize information privacy.

**Theorem 2:** Proposed provable mechanism ensures preciseness of search outcome in deployed database.

**Proof:** When the outcome is a null set, then the client verifies preciseness of search outcome by utilizing the CBF. Then, the client verifies $CBF (r_{iq}) = 0$. If this condition succeeds, then $r_{iq}$ prevails in CBF. Otherwise, the client transmits $r_{iq}$ to the AC. The AC categorizes all the existing items of the IBF. Then it examines if $r_{iq}$ is there in IBF or not. If IBF contains $r_{iq}$, then decline is transmitted to the client, otherwise AC transmits accept to the client. An additional case is while the outcome is not a null set, then the client verifies the preciseness of the search outcome by reconstructing $h'(r)$ utilizing the acknowledged VO and examines it with restored $Sig(h(r))$. If this condition succeeds, then every tuple of the search outcome has not been altered. If the CSP updates earlier ciphertext $c_i$ to $c'$, then based on conspiracy resistance of the hash function, the original false $h'(r)$ is discarded with overwhelmed probability. Hence, we can verify preciseness of search outcome in deployed database.

**Theorem 3:** Proposed provable mechanism assures entirety of search outcome in deployed database.

**Proof:** When the CSP does not send a null set, then the client can examine entirety of the search outcome by inspecting the least counter of all hashing locations of $h(r_{iq})$ which is equivalent to the sum of tuples that is sent by the CSP. If it is successful, then it outputs accept and the procedure declines; otherwise, the client transmits conflict index $r_{iq}$ to the AC. AC makes a checklist of every items of the IBF. Then, the AC verifies the counter value of pure cells of $r_{iq}$ with sum of retrieved tuples. If this condition succeeds, the results are accepted otherwise, outputs decline and procedure is terminated. Thus, we can realize the entirety of the search outcome in the deployed database.
Algorithm 1: VOTE: Verifiable Auditing for Outsourced Database with Token Enforced Cloud Storage

Input: \( D = (A_1, A_2, \ldots, A_n), \) data tuple \(=(a_1, \ldots, a_n), R, T \)
Output: \( r^E, CBF, IBF \)

**Phase I: Data Outsourcing:**
- Assume the IP upload a relational database \( D = (A_1, A_2, \ldots, A_n) \) to CSP.
- For every attribute value \( a_i \), the IP randomly chooses an integer \( r_i \sim Z_n \) and inserts \( r_i \) into the \( IBF_Ai \).
- The IP encodes information, tuple by tuple as follows:
- **Step 1:** The IP estimates \( h(a_i) \) for each attribute value \( a_i \). Then, all \( h(a_i) \) is viewed as a leaf node to design a MHT and \( h(r) \) denotes the root, hash of tuple.
- **Step 2:** The IP encodes every attribute value \( a_i \) along with its index \( r_i; c_i = Enc_{k_i}(r_i || a_i) \).
- **Step 3:** The IP computes \( k_{ii} = P_{si}(a_i) \) and \( s_i = P_{si}(a_i) \), then generates search tag \( t_i = Enc^{k_{ii}}_{ki}(s_i) \). The ciphertext tuple is: \( r^E = (t_1, c_1), \ldots, (t_n, c_n) \) \( h(r) \| Sig(h(r)) \).
- **Step 4:** Finally, the IP outsources \( r^E \) and \( CBF \) to the CSP. \( IBF \) is transmitted to the AC.

**Phase II: Data Retrieving:**
- Considering that a client desires to search information tuple fulfilling the search condition \( A_q = a_q \). The process will be carried out as follows:
- **Step 1:** The client primarily creates a token, \( T = (id_C, R) = (id_C, q, k_{sp} A_q^E) = (id_C, P_{si}(a_q), P_{si}(a_q), A_q^E) \) and sends it to the IP.
- **Step 2:** Upon receiving \( T \), the IP decides whether to pass \( T \) to CSP or decline the request or if client is not reliable, the client is revoked. Once the IP confirms that the client is an authorized person, then he sends \( T \) to the CSP.
- **Step 3:** Upon receiving \( T \) comprising of search request \( R \), the CSP verifies if \( Dec_{sp}(t) = q \) holds for every tuple \( (t_i, c_i) \) of attribute \( A_q^E \) in a tuple by tuple method. Then the information tuples fulfilling the equality and \( CBF \) are sent back to the client. If no corresponding tuple is identified, the CSP only sends \( CBF \) as proof to the client. Then the client decrypts \( c_i \) with the key sent by the IP.

**Phase III: Verifying:**
- The client examines the legitimacy of search outcome in terms of both preciseness and intactness as follows:
- **Case 1:** When the outcome is a null set:
  - By utilizing \( CBF \), the client verifies the preciseness of the accepted tuples. The client inspects for the condition \( CBF \) \( (r_q) = 0 \), if success, the client accepts. Otherwise disputed index \( r_q \) is transmitted to the AC. The AC categorizes all the items of \( IBF \) and examines if \( r_q \) is incorporated in the \( IBF \) or not and suggests the client to accept or decline.
- **Case 2:** When the outcome is not a null set:
  - **Step 1:** The client examines the preciseness of the search outcome, by re-estimating \( h(r) \) using \( VO \).
  - **Next:** The client verifies the legitimacy of \( h(r) \) by examining its equivalent \( Sig(h(r)) \); if it fails, the procedure ends otherwise, it goes to Step 2.
- **Step 2:** The client examines the entirety of the search outcome, by inspecting if the least counter of all hashing positions \( h(r_q) \) is equal to the number of the accepted information tuples, if success, the procedure ends and outputs accept else, it goes to Step 3.
- **Step 3:** The client transmits the conflicted index \( r_q \) to AC. The AC categorizes all the existing items of the \( IBF \). The client inspects the counter value of the pure cell of \( r_q \) is equal to the tuple number in search outcome. If success, the preciseness and intactness of the search outcome is accomplished and inputs accept otherwise decline is submitted.

**Table II:** Summary of the Notations used in the Algorithm

<table>
<thead>
<tr>
<th>Notation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>( D=(A_1, A_2, \ldots, A_n) )</td>
<td>Relational database</td>
</tr>
<tr>
<td>( A_1, A_2, \ldots, A_n )</td>
<td>Attribute column</td>
</tr>
<tr>
<td>( a_1, a_2 \ldots, a_n )</td>
<td>Data tuple</td>
</tr>
<tr>
<td>( c_i )</td>
<td>Ciphertext</td>
</tr>
<tr>
<td>( Sig(h(r)) )</td>
<td>Signature of ( h(r) )</td>
</tr>
<tr>
<td>( h(r) )</td>
<td>Root of hash of tuple</td>
</tr>
<tr>
<td>( T )</td>
<td>Token</td>
</tr>
<tr>
<td>( A_q^E )</td>
<td>Ciphertext of attribute column of ( A_q )</td>
</tr>
<tr>
<td>( VO )</td>
<td>Verification object</td>
</tr>
<tr>
<td>( r_q )</td>
<td>Tuple index</td>
</tr>
<tr>
<td>( Id )</td>
<td>Client identifier</td>
</tr>
<tr>
<td>( R )</td>
<td>Request query sent by client to the IP</td>
</tr>
</tbody>
</table>

**VII. PERFORMANCE EVALUATION**

In this section, we present an experimental evaluation of our proposed mechanism. All experiments are carried out on the same machine with Intel(R) Core(TM) i5-6500U CPU @ 2.50 GHz, 2.59GHz and 8G RAM Memory. We fix a number of hash functions of \( IBF \) \( k=3 \), the false positive of \( IBF \) is \( 2^{-20} \). We implement hashing functions by utilizing hashlib library. We implement AES encode operation and
signature certificate by utilizing OpenSSL. We have fixed the number of attributes for every tuple as 8.

System setup phase mainly consists of creation of two main data structures i.e. CBF and IBF. The comparison of these two data structures is shown in Fig. 7. The existing schemes utilized the Bloom filters to identify the presence of data. In this paper, we have used the improved version of Bloom filter which are CBF and IBF. These data structures support insertion and deletion of the data. The probability of the false positives occurring when using these data structures is greatly reduced when compared to the Bloom filter.

To find the cost of implementing these data structures, an experiment has been conducted by fixing the hash function \( k = 3 \). The number of tuples taken is in the range 1000 to 8000, where each tuple consists of 8 attributes. From Fig. 7, it is clear that construction of CBF is almost constant and negligible even when the number of tuples is increased. The time cost of implementing the IBF is increasing linearly with increase in the number of tuples. This is because three fields are managed for IBF.

During data deploying process, three main processes are involved. First, the IP performs encryption of the data and then signature creation and tag generation is carried out on the search data. As shown in Fig. 8, experiment has been carried on tuples from 1000 to 8000. We can observe that the time needed for signature generation is lower compared to ciphertext and label construction time. The time cost for tag generation and cipher text creation is increasing linearly with increase in tuples.

Fig. 8 shows the time taken by the clients to retrieve the data tuples from the CSP. It is observed that the time taken by VAODC is more compared to VOTE scheme. In the VAODC scheme, the clients sends the ciphertext tuples to the IP, where it checks if the client is an authorized person; then he decrypts and sends the plaintext to the clients and the time taken is more. But, in the proposed scheme VOTE, after receiving their requested ciphertext tuples, the client’s checks for the preciseness and intactness of the search results, and decrypt with the key sent by the IP. The key sent by the IP is the key of the root of the Tuple MHT constructed for the requested tuple. In the VAODC scheme, huge communication cost prevails due to the decryption happening at the IP side. But in the VOTE scheme, by utilizing the key transmitted by the IP, the users decode the tuples; hence we have reduced the irrelevant transactions of huge data.

After receiving information tuples from the CSP, the client checks the search outcome in terms of preciseness and intactness as follows: (i) When the search outcome is a null set, the CSP send CBF as a proof to the client. The client can examine the sincerity of the CSP by verifying the CBF.

From Fig. 10., it can be seen that computation overhead for verifying signature is almost constant. (ii) When some result set is fetched by the CSP, in this case, the client examines the integrity of the information by recreating the hash values and signature certification. The main reckoning cost is auditing the signature of the root hash value of MHT and regeneration of hash value. Fig. 10., shows the time needed for verification is linearly increasing with the number of the information tuples of \( r_0 \) with sum of retrieved tuples. If this condition succeeds, the results are accepted otherwise, outputs decline and procedure is terminated. Thus, we can realize the entirety of the search outcome in the deployed database.
VIII. CONCLUSIONS AND FUTURE WORKS

We proposed Verifiable Auditing for Outsourced Database with Token Enforced Cloud Storage (VOTE) scheme based on MHT, IBF and CBF. The proposed mechanism accomplishes confidentiality of Outsourced Database (ODB) by encoding information before outsourcing to the cloud. We also accomplished preciseness and intactness of the search outcome in ODB through IBF and CBF. The proposed mechanism supports effective data update and can be applicable to dynamic deployed database scenario. The security analysis illustrates that our mechanism accomplishes the intended security goals. The performance analysis demonstrates that our mechanism has totally reduced the huge communication cost prevailing at the information proprietor side, and simultaneously achieves the preciseness and intactness of search outcome though the mischievous CSP deliberately returns a null set. In future work, we can enhance our mechanism to multi-client setting.
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