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Abstract: SQL injection vulnerabilities have been predominant on database-driven web applications since almost one decade. Exploiting such vulnerabilities enables attackers to gain unauthorized access to the back-end databases by altering the original SQL statements through manipulating user input. Testing web applications for identifying SQL injection vulnerabilities before deployment is essential to get rid of them. However, checking such vulnerabilities by hand is very tedious, difficult, and time-consuming. Web vulnerability static analysis tools are software tools for automatically identifying the root cause of SQL injection vulnerabilities in web applications source code. In this paper, we test and evaluate three free/open source static analysis tools using eight web applications with numerous known vulnerabilities, primarily for false negative rates. The evaluation results were compared and analysed, and they indicate a need to improve the tools.
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1. INTRODUCTION
Web applications are frequently deployed with different types of security vulnerabilities that can be uncovered and maliciously exploited by attackers Medeiros et al. (2016), Kieyzun et al. (2009), D. Kaur and Kaur (2016), Cova et al. (2007). Thereupon, due to the presence of vulnerabilities, their high global exposure, and the important assets they usually store, web applications are being attractive and ideal targets for security attacks.

Among web application security attacks, Structured Query Language Injection Attacks (SQLIAs) have consistently been top-ranked for the past few years, as eventually specified by OWASP (2017), SANS Institute (2011), and TRUSTWAVE (2018). SQLIA is a notorious technique that exploits vulnerability and occurs in the database layer of a web application. Basically, it takes advantages of SQL Injection Vulnerabilities (SQLIVs) in the input validation of submitted requests in server-side program which interacts with the database server.
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In this type of attack the web application is designed in a way which consumes the user input data for generating dynamic SQL queries. SQL Injections (SQLIs) are introduced to vulnerable web application in two main types, based on input mechanism, namely; first-order SQLI and second-order SQLI. Learning about these types and how to detect and prevent them is very important to insure secure web applications. Brief explanation of SQL injection types and detection/prevention methods can be found in these studies Shehu and Xhuvani (2014), Sharma and Jain (2014), William G. J. Halfond, Jeremy Viegas (2008), P. Kaur and Kour (2016), Gomaa et al. (2016). The main consequences of successful SQLIA include loss of confidentiality, authentication, and integrity of information in the database Mishra et al. (2014), Johari and Sharma (2012), Singh et al. (2016). Considering SQLI is one of the major threats today to web applications, getting tools that can identify them so audients/developers can remove or fix them early before web applications are deployed is one of essential ways to get rid of them.

Static analysis approaches are the most widely used techniques for identifying potential SQLIVs in web application source code. They, basically, scan the program texts to find the root cause of a vulnerability, early, during testing phase of web applications’ development, even before the program is run for the first time. Static analysis techniques are usually white-box testing approaches, because they have access to the source code, so they identify vulnerabilities by tracking the flow of data coming from tainted sources throughout the code and detect if they reach security-critical function.

The beauty of static analysis techniques hides in automatically finding errors early in the development phase as it not only minimises the cost of fixing the errors, but also the coding approach of the developer is improved due to the quick feedback received. Another advantage of using static analysis is its ability to provide better coverage compared to dynamic analysis. A considerable amount of research has been conducted on detecting SQLIVs as an advance solution for mitigating the devastating problem of SQLIAs. However, static analysis vulnerability detection techniques are suffering from generating many false positives (i.e., not actual vulnerabilities) and, in some cases, they are not capable of detecting all types of SQLIVs that exist Draib et al. (2018). This signifies the urgent need for more research towards identifying the limitations of existing static analysis approaches for detecting SQLIVs which in turn would shed lights on any rooms for improving static analysis underlying techniques.
Several studies have been done on evaluation of the web application vulnerability detection tools. Makino and Klyuev (2015), Amankwah et al. (2017), H. Kaur and Jai (2015), Tajpour and Shooshasti (2010), Suteva et al. (2013). However, evaluation/comparing of open source web application vulnerability detection tools to identify their capabilities and limitations in detecting SQL injection vulnerabilities in web application source code have never been studied so far. There exist three open source static analysis tools called WAP, Medeiros et al. (2016), RIPS Dahse (2010), and PIXY Jovanovic et al. (2006) to analyse PHP web applications’ source code for SQLIVs. To the best of our knowledge, WAP, RIPS and PIXY are the most cited and effective open source PHP static analysis tools in the literature. RIPS has upgraded into a new version which is more precise and covers more types of SQL injection, but it is not freely available Dahse (2015). On many situations students and researchers cannot afford to buy the professional version of such tools. Moreover, using open source static analysis tools help developers in speeding up the development process and reducing its cost. Thus, it would be very helpful to find out how well the free versions detect SQLIVs.

In this paper, we evaluate these three static analysis tools. These are open source, automated and multi-platform software. Evaluation of these vulnerability detection tools is very key as it helps researchers to: (1) assess the tools’ capabilities for detection of SQL injection vulnerabilities (2) evaluate the weakness and strength of the tools for detection (3) expand the overmentioned tools functionality. The rest of this paper is structured as follows. The comparison method is presented in Section I, including details of the tested web applications and the general characteristics of the considered tools. Section II describes the methodology, while Section III explains the results and discussion. Finally, Section IV provides concluding remarks and mentions directions of future research.

II. COMPERISON METHOD

Vulnerable web application

For evaluating the static analysis tools, eight open-source vulnerable web applications are tested against SQLIVs. The applications are namely DVWA 1.9, Schoolmate 1.4.5, WackoPicko, WebChess 1.9, FAQforge 1.3.2, myBloggie2.1.4, EVE 1.0 and Sqli-labs. WackoPicko and DVWA were run in the OWASP Broken Web Application Project virtual machine OWASP (2018), that has a collection of intentionally vulnerable web applications. WackoPicko and DVWA are developed with intended number of SQLIVs that have been determined and known to the public. For the rest of the selected applications, the vulnerabilities information is collected from their advisories as shown in Table 1. All these applications have been used in previous works in evaluating vulnerability detection tools and approaches Makino and Klyuev (2015), Medeiros et al. (2016), Beatriz (2014), Ping (2018). Table 1 presents more details about these applications.

Table 1. Vulnerable open source web application used in our experiment

<table>
<thead>
<tr>
<th>Application</th>
<th>Version</th>
<th>Total Files</th>
<th>Description</th>
<th>Security advisory</th>
</tr>
</thead>
<tbody>
<tr>
<td>DVWA</td>
<td>1.9</td>
<td>734</td>
<td>Damn Vulnerable Web Application</td>
<td><a href="https://www.slideshare.net/soham28/dvwa/adamn-vulnerabilities-web-application">https://www.slideshare.net/soham28/dvwa/adamn-vulnerabilities-web-application</a> groups.csail.mit.edu/pag/ardilla/CVE-2010-5011</td>
</tr>
<tr>
<td>Schoolmate</td>
<td>1.4.5</td>
<td>64</td>
<td>School admin system</td>
<td></td>
</tr>
<tr>
<td>WebChess</td>
<td>0.9</td>
<td>35</td>
<td>Online chess game</td>
<td>Bugtraq ID: 43895 <a href="http://groups.csail.mit.edu/pag/ardilla/">http://groups.csail.mit.edu/pag/ardilla/</a></td>
</tr>
<tr>
<td>FAQforge</td>
<td>1.3.2</td>
<td>20</td>
<td>FAQ management tool</td>
<td>Bugtraq ID: 43897 <a href="http://groups.csail.mit.edu/pag/ardilla/">http://groups.csail.mit.edu/pag/ardilla/</a></td>
</tr>
<tr>
<td>EVE</td>
<td>1.0</td>
<td>9</td>
<td>Player activity tracker for an online game</td>
<td>Bugtraq ID: 15389 <a href="http://groups.csail.mit.edu/pag/ardilla/">http://groups.csail.mit.edu/pag/ardilla/</a></td>
</tr>
<tr>
<td>Sqli-labs</td>
<td>Master</td>
<td>302</td>
<td>A platform to learn SQLI</td>
<td><a href="http://dummy2dummies.blogspot.com/2012/06/sqli-lab-series-part-1.html">http://dummy2dummies.blogspot.com/2012/06/sqli-lab-series-part-1.html</a> CVE-2006-4042</td>
</tr>
<tr>
<td>Mybloggie</td>
<td>2.1.4</td>
<td>73</td>
<td>Weblog system</td>
<td></td>
</tr>
</tbody>
</table>

Tested Static Security Analysis Tools

Table 2 lists the general characteristics of the static analysis tools used in this study. All these tools are open source, fully automated, and cross-platform software. These vulnerability detection tools are obtained from GetHup and SourceForge. WAP and PIXY are written in Java whereas Rips is written in PHP. All have no graphical user interface except RIPS which comes with a graphical interface that provides users with more options and information. WAP is based on combined taint analysis with data mining to reduce the rate of false positives. It uses the taint flow analysis to track the spread of untrusted input through an application. It then uses data mining to predict the existence of false positives within results Medeiros et al. (2016). RIPS builds control flow graphs and then creates block and function
summaries by simulating the data flow for each basic block, which allows to conduct a precise taint analysis. PIXY performs tainted and alias analysis, it takes a PHP program as input and creates a report that lists possible vulnerable points in the program, together with additional information for understanding the vulnerability (e.g. dependent graphs and control flow graphs of the detected paths). PIXY and RIPS are not prepared for OOP code analysis.

Table. 2 General characteristics of the evaluated tools

<table>
<thead>
<tr>
<th></th>
<th>RIPS</th>
<th>PIXY</th>
<th>WAP</th>
</tr>
</thead>
<tbody>
<tr>
<td>Company/ Creator</td>
<td>Rips technology</td>
<td>The Secure Systems Lab at the Technical University of Vienna</td>
<td>OWASP</td>
</tr>
<tr>
<td>Version</td>
<td>V0.55</td>
<td>V3.0.3</td>
<td>V2.1</td>
</tr>
<tr>
<td>License</td>
<td>GPL v3</td>
<td>GPL V3</td>
<td>GNU Affero General Public License 3.0</td>
</tr>
<tr>
<td>Operating system</td>
<td>Windows/Linux/Mac</td>
<td>Windows/Linux</td>
<td>Linux/Macintosh/Window s.</td>
</tr>
<tr>
<td>PHP version supported</td>
<td>V3-4, NO OOP</td>
<td>V4-5, NO OOP</td>
<td>V4 or higher</td>
</tr>
<tr>
<td>Supported input vectors</td>
<td>$_GET, $_POST, $_COOKIES, $_REQUEST</td>
<td>$_GET, $_POST, $_COOKIES</td>
<td>$_GET, $_POST, $_COOKIE, $_REQUEST</td>
</tr>
<tr>
<td>Requirement</td>
<td>Web server, PHP, browser</td>
<td>JRE</td>
<td>JRE</td>
</tr>
</tbody>
</table>

III. METHODOLOGY

We tested the aforementioned static analysis tools against the given above vulnerable web applications for detecting SQLIVs. Input arguments for WAP and RIPS were the whole path of the vulnerable web application. PIXY accepts one file to be analysed thus we used the index.php file for every web application, for sqlilabs we analysed the lessons separately.

The main goal of this experiment is to evaluate static analysis tools and identify their limitations in detecting these vulnerabilities. We concentrate on false negative (i.e., missed vulnerabilities detection) rate to analyse the capabilities of the tools. However, considering false positive rate was challenged due to the limited details about the real SQLIVs in the applications as previous works only reported the number of detected vulnerabilities, but not the vulnerabilities as such.

In order to identify false negative rates and number of known vulnerabilities that are successfully detected by the examined tools, we compared the results obtained from the experiment with those reported before by the security advisory of the vulnerable applications.

IV. RESULTS AND DISCUSSION

The numbers of known SQLIVs found and the numbers of false negatives are given in Table 3. All examined tools have reported very high false negative rates. Running from 35.2% for PIXY and 44% for WAP to 54.1% for RIPS, PIXY and RIPS suffer from an overhead performance, compared to WAP. Evidently, PIXY have showed a low overhead performance to scan all applications but it requires 38 seconds for scanning Mybloggie 2.1.4. This inconsistency is due to using object-oriented programing while developing the application. In fact, PIXY does not support PHP 5.0 object-oriented features, thus it did not manage to process DVWA and WackoPicko. Likewise, RIPS attached a message “Code is object-oriented. This is not supported yet and can lead to false negatives” with the results of scanning Mybloggie, WebChess, DVWA, and WackoPicko. WAP missed some vulnerabilities where $_SESSION array is used, this is could be because WAP does not consider input vectors passed to the query through $_SESSION array. Compared with WAP and PIXY, RIPS shows more informative results which spares out the need of reviewing the whole code, especially in penetration testing context.

Regarding stored SQL injection, all examined tools failed to detect them as they do not track tainted data through to the database. This signifies the need to formulate static analysis mechanism for identifying second-order SQLIVs.
V. CONCLUSION

In this paper, we evaluated and compared three open source static analysis tools in terms of their ability to detect SQLIVs. Regarding the results, WAP is superior over RIPS and PIXY with less overhead performance. Whereas, Pixy have the lowest number of false negatives. However, it should be noted that all the examined tools are not perfect in detecting SQLIVs. The tools ability should be improved for detecting all types of SQLIVs. Moreover, we realize that there is a need for a standard benchmark with complete information about the real existing/known vulnerabilities and their exploits. Indeed, because of the lack of information about the real vulnerabilities we did not give the false positive rates of the tools, we only focus on false negative rates. In our future work we plan to expand the tool set that we investigate and compare to involve both open-source and commercial static analysis tools.
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