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Abstract: Increased demand of Software and Applications offer intruders to perform malicious activities and exploit user’s personal data. Ignorance of security measures and tools while coding the software promotes the vulnerabilities and flaws. Developing a secure and bug free software is a big challenge for a developer and needs proper attention towards safety features. A single security mistake can lead to a loss of important information or confidential business data. Software companies and other organizations are looking for improved vulnerability security systems to narrow down the risk of vulnerabilities. Risks like social security attacks, bugs, phishing emails, vulnerabilities, virus attacks and more, hover over the IT industry. Threats are possible from all directions and in many different ways, so having an adequate vulnerability scoring mechanism is highly needed to reduce the risk of attacks. Identifying these threats before they get close enough to do damage is the most practical way to handle them. CVSS-V2 (Common Vulnerability Scoring System) is a standard for scoring the severity of vulnerabilities. CVSS-V2 uses three equations (Base, Temporal and Environmental) to capture and rate vulnerability severity. Numerous IT companies and government organizations rely on CVSS to evaluate and prioritize vulnerabilities. This paper proposes a method as an improvement over CVSS-V2 scoring system by introducing “Vulnerability type” in its base score equation.
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I. INTRODUCTION

Software Vulnerabilities and bugs are the root cause of security issues in software and requires immediate attention in order to avoid loss. There has been a rapid rise in the number of vulnerabilities and cyber-attacks on the Internet in recent years [1]. Recognizing a bug or vulnerability quickly is a matter of great concern for developing bug free software. Software developers have to prioritize these bugs and need to remediate them as early as possible [2]. Implementation of certified security tools and an alert security team can raise the graph of successful software development. However, the burden and pressure to complete software projects on time promote negligence of security checks. To overcome these issues, security organizations have developed numerous scoring schemes which cut down the risk of vulnerabilities in software and applications. CVSS (Common Vulnerability Scoring System) empowered by NIAC (National Infrastructure Advisory Council) is an open tool that is of great help to the industry to overcome such security issues. CVSS consists of three metric groups. These are Base, Temporal and Environmental Metric groups. Of these, the latter two i.e. Temporal and Environmental are optional. Base metric group of CVSS-V2 basically holds characteristics that do not change over time. Temporal metric contains the features of vulnerabilities that change over time. Environmental metric contains the features of vulnerabilities that are dependent on user’s operating environment [3].

After extensive literature review it has been found that none of researcher dealt with “Vulnerability type” which is an important factor to be considered in the base score equation. Spanos et al. in [4] proposed an approach for scoring vulnerabilities wherein they used the formula “Score = round to 1 decimal (Exploitability Score + Impact Score) * f(Impact)” to compute the vulnerability score and recommended to use ‘vulnerability type’ to enrich the vulnerability scoring.

Risk associated with vulnerabilities can be better assessed by assessing the type of vulnerability. CVSS approach is the de facto standard used all around the world to evaluate the severity of vulnerabilities [4]. CVSS exploitability measure is criticized as it assigns static numbers based on expert knowledge without considering the vulnerability type, [5]. To overcome this drawback, it is very important to consider ‘vulnerability type’ into CVSS base score equation.

The objective of this paper is to propose a new base score formula which concludes better results while considering vulnerability types. Four most common vulnerability types are included in proposed base score formula including ‘buffer overflow’, ‘race condition’, ‘unvalidated input’, and ‘authentication weakness’. These vulnerability types are given reference values 1.0/0.8/0.6/0.5 subject to their severity levels. The highest value 1.0 is given to buffer overflow as it is the most common error found in software while coding.

II. VULNERABILITY TYPES

Computer vulnerability refers to a glitch that causes the system to make an unwanted action. In order to build bug free software, it is expected to have proper understanding of different vulnerability types. This section presents a brief introduction to some common and important types of vulnerabilities.
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(i) Buffer Overflow

It is a coding mistake in which an application writes data past the end or at starting of a buffer. This occurs when writable data is more than the capacity of a buffer. This leads to writing of data at the adjacent storage of the memory. This overflow causes applications to compromise data and moreover create an entry point for attackers. Buffer overflow arises due to lack of boundary check in C functions [6]. Standard library functions should be avoided by the developers as they are not bound checked. Fig 1 shows, situation (a) when main program is running, situation (b) shows when program ‘P1’ is called and situation (c) shows buffer overflow in grey [7].

(ii) Race condition

It is also called concurrency attack or thread jacking. It is a situation which normally occurs in logic gates when certain input comes into conflict. This is a result of interferences that occur due to multiple threads running in the computer and are trying to share same resources [8]. Race condition often leads to serious vulnerability conditions. This is one of the most common problem experienced while writing multithreaded applications. Race condition also occurs in a network where two or more users try to access a resource at same time. Fig. 2 shows the race condition when some processes try to access a shared resource.

(iii) Unvalidated Input

It is a weakness mostly found in web applications which users input from http requests. After controlling http requests, attackers can bypass the site’s security measures. Common unvalidated attacks include- Command insertion, cross site scripting, SQL injection etc. Websites try to protect them by filtering out the malicious inputs. Vulnerability may occur if a program accepts and uses unvalidated input to construct a dynamic SQL query to SQL database [9]. Fig. 3 describes a situation where a Server exchanges data in both directions i.e. towards database and clients through HTML. The approach to handle unvalidated input must be unique as per the development environment.

(iv) Authentication Weakness

Weak credentials are often the weakest link in most authentication systems. By improving the passwords, users can make it difficult for hackers to enter into the system [10]. Keeping stronger and tough passwords is required as weak passwords can result in a compromise with the important information. Since passwords are normally the only access requirement, it’s worth putting some attention in keeping the passwords secure. Brute force is a common technique adopted by intruders to apply on user’s system for guessing the possible password. Users should avoid using common passwords like “1234…”, “admin”, “nick name” etc. which are easy to hack. Even the passwords should be changed regularly at specified interval of time as a safety measure.

III. IVSV: A NEW IMPROVED VULNERABILITY SCORING SYSTEM WITH “VULNERABILITY TYPE”

Although CVSS is a de facto standard and carry many features but after a detailed literature study it is found that the “vulnerability type” is an important factor to be considered in CVSS base score equation (1). In this section, we propose a new method IVSV (Improved Vulnerability Scoring System with “Vulnerability Type”).

Fig 1: Buffer over flow shown in grey

Fig 2: Process sharing same

Fig 3: Server exchanging data towards database and clients
Proposed IVSV improves the scoring mechanism by introducing “Vulnerability Type” and making a selection out of four subcategories of vulnerability types i.e. ‘Buffer overflow’, ‘Race condition’, ‘Unvalidated input’ and ‘Authentication weakness’. These subcategories are the most common type of vulnerabilities found in software during normal coding process and requires equal attention as is required by other vulnerabilities.

Original CVSS-v2 base score equation (1) contains six metric namely ‘Access Vector’, ‘Authentication’, ‘Integrity Impact’, ‘Access complexity’, ‘Confidentiality Impact’ and ‘Availability Impact’ as shown in fig. 4. In the proposed IVSV, this metric group is improved to include a total of seven metric groups. This includes the six groups from the CVSS-v2 base equation (1) and an additional new metric as “Vulnerability type” which is introduced in the proposed IVSV. Fig. 5 shows the metric groups of the proposed IVSV.

Most software vulnerabilities fall into one of these metrics. Outcomes are practically checked on a sample of vulnerabilities from a database called NVD (National Vulnerability Database).

The equations for calculation of vulnerability scores in CVSS-v2 are shown in equation 1, equation 2, equation 3 and equation 4. Most of the times the software developers and companies rely on the base score itself.

Original base score equation of CVSS-v2

Base Score=round to One decimal (((0.6*Impact) + (0.4*Exploitability)-1.5)*f(Impact)) ………………….. (1)

Impact=10.41*(1-(1-CI)*(1-II)*(1-AI)) ………………….. (2)

Exploitability = 20*AV*AC*Au ………………….. (3)

f(Impact)=0 if Impact=0, 1.176 otherwise……………….. (4)

Equation 1, equation 2, equation 3 and equation 4 shows the original base score equations of CVSS-v2. In these equations CI refers to ‘Confidentiality Impact’, II refers to ‘Integrity Impact’, AI refers to ‘Availability Impact’, AV refers to ‘Access Vector’, AC refers to ‘Access Complexity’ and Au refers to ‘Authentication’.

The proposed IVSV computes the vulnerability score by modifying the CVSS-v2 base score equation (1) to accommodate the new introduced parameter ‘vulnerability type’. Equation 5, equation 6, equation 7, equation 8 and equation 9 shows the modified equations in the proposed IVSV. Equation 8 computes the weight component for the final vulnerability score with the introduced parameter ‘Vulnerability Type’ in the proposed IVSV.

IVSV Base Score Equation

Base Score= Round to one decimal (((x*Impact) + (y*Exploitability) + (z*Vulnerability type)-1.5)* f(Impact)) ……………………………….. (5)

Impact = 10.41*(1-(1-CI)*(1-II)*(1-AI)) ………… (6)

Exploitability = 20*AV*AC*Au …………………………… (7)

Vulnerability Type = 10*VC ………………………………… (8)

f(Impact)= 0 if Impact=0, 1.176 otherwise…………………..(9)

In equation (5), ‘x’ represents the weight value associated with Impact factor. ‘y’ represents the weight value associated with exploitability factors and ‘z’ represents the weight value associated with vulnerability type.

<table>
<thead>
<tr>
<th>METRIC</th>
<th>DESCRIPTION</th>
<th>METRIC VALUE</th>
<th>REFERENCE VALUE</th>
</tr>
</thead>
<tbody>
<tr>
<td>PC</td>
<td>Vulnerability</td>
<td>SUPPLEMENTARY BACKGROUND UNVALIDATED DIGIT AUTHENTICATION WEAKENES</td>
<td>1000000000</td>
</tr>
</tbody>
</table>

As per study and knowledge, values of x, y and z are adjusted are adjusted to 0.5, 0.3 and 0.2. Influence weight of impact factor is adjusted to 10.41 accounts for the base metric.
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**CI** refers to Confidentiality Impact, **II** refers Integrity Impact and **AI** refers Availability Impact. These three have three metric references values none, partial and complete. The ‘vulnerability type’ calculation is shown in equation (8). Where VC refers the ‘vulnerability category.’

### IV. RESULTS AND DISCUSSION

In this section, the proposed scoring system IVSV is applied on a sample set of real vulnerabilities taken from National Vulnerability Database (NVD) and results are compared with original CVSS-v2 scores. Table 2 shows the scores resulted after including “vulnerability type” and original base score computed with base score formula of CVSS-v2. Obtained results shows that the proposed system (IVSV) has a significant impact on scores calculated with original base score equation. The vulnerability scores of range between (8-1.0) are considered as high; (4-7.9) are considered as medium and (0-3.9) are considered as low.

We have given equal importance to impact and exploitability factors of base score equation by setting their weights to 0.5 and 0.3 respectively and adding on one extra factor vulnerability type with weight value 0.2.

<table>
<thead>
<tr>
<th>TABLE 2: Computed Base Scores of IVSV</th>
</tr>
</thead>
<tbody>
<tr>
<td>VULNERABILITY ID</td>
</tr>
<tr>
<td>CVE-2017-18015</td>
</tr>
<tr>
<td>CVE-2017-9664</td>
</tr>
<tr>
<td>CVE-2018-3814</td>
</tr>
<tr>
<td>CVE-2017-1000432</td>
</tr>
<tr>
<td>CVE-2018-6476</td>
</tr>
<tr>
<td>CVE-2018-4837</td>
</tr>
<tr>
<td>CVE-2018-4836</td>
</tr>
<tr>
<td>CVE-2018-4877</td>
</tr>
<tr>
<td>CVE-2018-4836</td>
</tr>
<tr>
<td>CVE-2018-4825</td>
</tr>
</tbody>
</table>

After comparing the results with original base score it has been observed that there is a slight increase in ‘Buffer overflow’ and ‘Race condition’ type vulnerabilities and slight decrease in ‘Unvalidated Input’ and ‘Authentication weakness’ type vulnerabilities. The reason is ‘buffer overflow’ and ‘race conditions’ are the most common faults done by the coders or software professionals while developing the software.

For example, the first vulnerability CVE-2017-18015 from Table 2, the original base score is 4.3 and scores resulted with vulnerability types are:

Buffer overflow=5.3
Race condition=4.8
Unvalidated input=4.4
Authentication weakness=4.1

As discussed above buffer overflow and race condition are more prone to errors, so score obtained is 1.0 higher for ‘buffer overflow’ and 0.5 higher for ‘race condition’. There is 0.1 point difference in ‘unvalidated input’ and decrease of 0.2 points for ‘authentication weakness’.

Roughly the resulted scores are around the original CVSS-v2 base scores and show that the addition of vulnerability type has impact on scoring vulnerabilities. Even though temporal and environmental metrics are optional but adding vulnerability type overall CVSS score will vary.

### V. CONCLUSION

This paper identified a new modified assessment technique to score the severity level of vulnerabilities. New proposed technique considers a new feature “Vulnerability type” as an important factor to be included in conventional CVSS-v2 base score equation. ‘Vulnerability type’ provides a clear image about the type of bug which has affected an application or software and helps to achieve more authentic and accurate score. Vulnerability type is further subcategorized into four most common categories. These subtypes are ‘buffer overflow’, ‘race condition’, ‘unvalidated input’ and ‘authentication weakness’. Table 3 shows that the CVSS-v2 base score equation and proposed IVSV base score equation.

<table>
<thead>
<tr>
<th>Table 3: CVSS base score equation and IVSV equation</th>
</tr>
</thead>
<tbody>
<tr>
<td>CVSS-v2</td>
</tr>
<tr>
<td>IVSV</td>
</tr>
</tbody>
</table>

Proposed equation is tested on sample set of real vulnerabilities database taken from National Vulnerability Database (NVD). By comparing the results with conventional CVSS-v2 results it has been observed that ‘vulnerability type’ do make a difference in calculating scores. As an outcome, a new advanced and significant scoring model is obtained which helps in selection of most critical vulnerabilities.
The main objective to propose this new approach is to overcome the weakness of CVSS-v2. This approach will support programmers and coders to line up more severe vulnerabilities.
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