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Abstract—As object oriented paradigm is becoming more pervasive, it becomes necessary that the software engineering methodologies have quantitative measurements for accessing the quality of software at both the architectural and component level. These measures allow the designer to access the software in early stages of the development process and making changes, that will reduce complexity and improving the quality of the product at the development phase. Object Oriented Design metrics is an essential part of software engineering. An empirical study of applying the design measures to assess the software quality is presented. The two metrics suites namely Chidamber and Kemerer (CK) Metrics and Metrics for Object-Oriented Design (MOOD) Metric Suite are used in this study. Using these metrics suite, various design metrics namely Depth of Inheritance Tree (DIT), Coupling Between Object Classes (CBO), Response for a Class (RFC), Number of Children (NOC), Method Inheritance Factor (MIF), Attribute Inheritance Factor (AIF), Method Hiding Factor (MHF), Attribute Hiding Factor (AHF), Polymorphism Factor (POF) for three latest versions of JfreeChart software have been analyzed to predict the software quality. The results of this empirical analysis will help the software developers and academicians in improving the software quality while developing software products using the Object-oriented (OO) approach.

Index Terms—CK Suite, MOOD Suite, Object-Oriented Software Metrics, Software Quality.

I. INTRODUCTION

Software engineering is commonly misunderstood to be mainly dealing with process oriented activities, i.e. requirements, design, testing, process improvement and project management [1]. Software quality is no more a benefit but has become a necessity because software error can have effects in terms of life, financial loss or time delays. With the ever increasing number of software projects and increasing concern for quality of software systems, practitioners and designers need a quantified and experience-based view on how to make best use of object-oriented mechanisms at the time of development. An empirical analysis on the implementation of object-oriented paradigm on some standard software product can reveal some of the common industry practices about the quality of the software in terms of object oriented software design metrics. Once designers have such empirical data, they can use it for benchmarking their own application designs and can highlight possible problem areas which are crucial for the software quality.

Object-oriented software metrics provide such quantitative view about the implementation of object-oriented constructs in software design for the improvement of the software quality.

The necessary features of the preferred object oriented metrics are recognized as capability of covering all quality and design related features, capability of representing diverse system aspects that are measured, capability of obtaining measurement values for a given system at different time, capability to have an experimental validation and capability of reliable operation [2].

Object Oriented Design (OOD) and development are famous concepts in software development environment. Chidamber & Kemerer (CK) metrics suite [3] is the most widely referenced set of object oriented metrics at class level. The six structural design metrics proposed by CK suite are explained as follows:

1. Weighted Method per Class (WMC): Weighted Methods per Class is the summation of the complexity of each method of the class.
2. Depth of Inheritance Tree (DIT): Depth of Inheritance Tree is the maximum length of the path from the class to the root of the hierarchical tree.
3. Number Of children (NOC). Number Of children is the number of immediate subclasses of a class.
4. Coupling Between Objects (CBO): CBO for a class is count of the number of other classes to which it is coupled. Two classes are coupled together if methods of one use methods or instance variables of other. Excessive coupling between object classes is detrimental to modular design and prevents reuse. The more independent a class is, the easier it is to reuse it in another application.
5. Response For a Class (RFC): This is a set of methods that can potentially be executed in response to a message received by an object of that class. Since it specifically includes methods called from outside the class, it is also a measure of the potential communication between the class and other classes.
6. Lack of Cohesion in Method (LCOM): Lack of cohesion in methods is a measure of how poorly the methods and the variables are related in a class. The larger the number of similar methods, the more cohesive the class, which is consistent with traditional notions of cohesion that measure the inter-relatedness between portions of a program. However, studies [4] [5] have concluded that LCOM is insignificant in evaluation of quality of a software product.
Abreu’s MOOD metrics [6] is a system level metrics set which quantifies the use of four main mechanisms of object-oriented design that is encapsulation, inheritance, polymorphism and message-passing. The metrics used by MOOD are namely MIF, AIF, MHF, AHF, POF and CF. The metrics related to encapsulation are MHF and AHF. Information hiding is a way of designing routines such that only a subset of the module’s properties is known to users of the product. Information hiding leads to higher encapsulation [7]. Information hiding is a theoretical technique that indisputably proven its value in practice. Software products with smaller values of MHF and AHF have been found to be easier to modify, than programs that don't follow encapsulation [8] [9].

1. Attribute Hiding Factor (AHF): It measures the invisibilities of attributes in classes. The invisibility of an attribute is the percentage of the total classes from which the attribute is not visible. An attribute is called visible if it can be accessed by another class or object. Attributes should be "hidden" within a class by being declared as private. The numerator is the sum of the invisibilities of all attributes defined in all classes. The denominator is the total number of attributes defined in the project [10]. It is desirable for the Attribute Hiding Factor to have a large value.

2. Method Hiding Factor (MHF): The Method Hiding Factor measures the invisibilities of methods in classes. The invisibility of a method is the percentage of the total classes from which the method is not visible. The Method Hiding Factor is a fraction where the numerator is the sum of the invisibilities of all methods defined in all classes. The denominator is the total number of methods defined in the project. Methods should be encapsulated (hidden) within a class and not available for use to other objects. Method hiding increases reusability in other applications decreases complexity and also reduces modifications to the code [10].

3. Method Inheritance Factor (MIF) & Attribute Inheritance Factor (AIF): Inheritance decreases complexity by reducing the number of operations and operators, but abstraction of objects can make maintenance and design difficult. MIF and AIF measure directly the number of inherited methods and attributes respectively as a proportion of the total number of methods/attributes. It is intuitively clear that there is a relationship between the relative amount of inheritance in a system and the number of methods/attributes which have been inherited [11].

4. Polymorphism Factor (POF): This metric is defined as the ratio of the methods inherited from base classes but overridden to all methods taken from base classes not necessarily overridden or inherited.

5. Coupling Factor (CF): The CF is defined as the ratio of number of non-inheritance couplings to the maximum number of couplings in a system. The maximum number of couplings includes both inheritance and non-inheritance related coupling. Inheritance-based couplings arise as derived classes (subclasses) inherit methods and attributes form its base class (superclass). The metric is related to coupling and is not included in this study as another metric CBO pertaining to coupling is applied.

Using the results of this study, practitioners and designers can identify potential problem areas and can improve their software during the development of the software. This paper is organized as follows: brief reviews of some of the existing literature are presented in Section 2. In Section 3, description about the objective of this study is given. The research methodology opted for this research is discussed in the section 4. In the Section 5 results and empirical analysis of object-oriented software metrics used in this study are discussed and finally in section 6 conclusions and future scope are summed up.

II. REVIEW OF LITERATURE

A majority of researchers have concentrated on theoretical and empirical validation of object-oriented software metrics. Chidamber and Kemerer metrics have been empirically validated in many studies.

Erik Arisholm et al. defines coupling and its measurement based on dynamic analysis of systems. An empirical evaluation of the proposed dynamic coupling measures was conducted in which the author studied the relationship of these measures with the change proneness of classes. The static analysis results suggested that some dynamic coupling measures are significant indicators of change and hence the quality of the software [6].

Khaled El Emam et al. performed a validation study on a telecommunication system developed in C++ language. The results of the study indicated that from among the many metrics covering coupling, cohesion, inheritance and complexity only four are related to fault proneness after controlling the class size, and only two out of these are useful predictors: CBO and Ancestor class coupling Class Method Import Coupling (ACMIC). It was also suggested that perhaps many of the contemporary object-oriented metrics may not be associated with fault-proneness and good prediction accuracy may be attained by careful selection of a small number of metrics [13].

Harrison et al. indicated that the systems without inheritance were easier to modify than the corresponding systems containing three or four levels of inheritance. Also, it was easier to understand the system without inheritance than a corresponding version containing three levels of inheritance [14].

V.R. Basili et al. empirically investigated the suite of OOD metrics introduced by Chidamber and Kemerer. The goal of the study was to assess the CK suite metrics as predictors of fault-prone classes and therefore determine whether they can be used as early quality indicators. As a result of the study it appeared that several of CK suite OO metrics can be useful to predict class fault-proneness during the early phases of the software development [8].

F. Brito Abreu et al. in their study experimentally evaluated the impact of OOD on software quality characteristics. A suite for the OO design namely MOOD was adopted to measure the use of OOD mechanisms. The study showed that OOD mechanisms such as inheritance, polymorphism, information hiding and coupling can influence quality characteristics like reliability or maintainability [2].
L.C. Briand et al. in their study showed that many coupling and inheritance measures are strongly related to the probability of fault detection in a class. In their view coupling induced by method invocations, the rate of change in a class due to specialization and the depth of a class in its inheritance hierarchy appear to be important quality factors [10].

J. Bansiya et al. discusses a hierarchical model for the assessment of high-level design quality attributes in object-oriented designs. The model provides the evaluation of structural and behavioural design properties of classes and objects and their relationship using a suite of object-oriented design metrics. The design properties such as encapsulation, modularity, coupling, and cohesion are related to high-level quality attributes such as reusability, flexibility and complexity were empirically validated. The relationship between the design properties and quality attributes were weighted in accordance with their influence and importance which can provide an insight to the practical quality assessment in the OOD [7].

Ramanath Subramaniam et al. discusses that the design metrics play an important role in helping developers understand design aspects of software hence improve software quality during development. The study provides empirical evidence supporting the role of OOD complexity metrics in determining software defects. They believed that these results have significant implications for designing high-quality software products using the OO approach [21].

Daly et al. [12] investigate the effects of DIT on the maintainability of object oriented software, by means of formal experiments on student populations. The results suggest that software systems with three levels of inheritance require less time for maintenance, with respect to systems with no inheritance. However, systems with five levels of inheritance require more effort for the same purpose.

Abreu’s MOOD metrics have been validated but not much thoroughly empirically validated. Abreu et al. have studied relationship of the metrics with defect density and rework [3].

Abreu et al. [4] have derived some design heuristics for MOOD metrics using a collection of C++ libraries.

Abreu et al. in their paper [5] analyzed the metrics for some of the Eiffel libraries and derived some design heuristics. This study evaluates these metrics for very large set of Java standard libraries and projects and presents some design heuristics. Harrison et al. [15] also provided a theoretical validation of MOOD metrics set.

III. OBJECTIVES OF THE STUDY

The main objective in this study is to empirically validate the object oriented design metrics namely CK suite metrics and MOOD metrics. The results from this empirical investigation may provide an insight into the relationship between the object oriented design metrics and the software quality.

IV. SCOPE OF THE STUDY

Java is a common object-oriented programming language, a metrics based measurement and analysis of Java based software product can reveal particular design trends that can be considered as guidelines for other object oriented based user applications. Thereby, in this study the selected component is written in java, an object oriented language. Jfreechart, an open source free library for creating various kinds of charts and graphs, is used. Three versions of Jfreechart are used for measurement and analyses are: Jfreechart 1.0.13, Jfreechart 1.0.12 and Jfreechart 1.0.11.

V. RESEARCH METHODOLOGY

As discussed in Section 4, the research object for the empirical study is Jfreechart with three latest versions. A software metrics tool Chidamber Kemerer Java Metrics (CKJM) software tool was used on the research object to compute CK metrics namely WMC, NOC, DIT, RFC and CBO. The empirical values for these metrics were obtained in a text file. For computing the MOOD suite metrics namely AHF, MHF, AIF, MIF and POF the Essential Metrics software tool was used. The output of the essential metrics was stored in a comma separated value (.csv) file format. These tools have been used to evaluate the CK suite metrics as well as MOOD suite metrics for the different versions of Jfreechart components. The data collected as result of experiment supplied data from which useful information was to be extracted. Correlation Statistical technique was used to analyse the data, for which software tool, PSPPP (Public Social Private Partnership), a free Open Source Software (OSS) was used. It produces tabular output in ASCII, Hyper Text Markup Language, or PostScript format. The study used bivariate correlation. The correlation values range between -1 to +1. A negative correlation value implies that the metrics between which the correlation is evaluated are negatively related to each other. A zero correlation denotes that the metrics are not related to each other. Correlation value of less than -0.5 or more than + 0.5 indicates a strong correlation between the metrics either negatively or positively.

VI. ANALYSIS OF RESULTS

The CKJM tool computes the values of WMC, NOC, DIT, RFC and CBO for each class. The raw data gathered during the process of experiment is huge as the number of classes in each version of the components runs into hundreds. The correlation results for the component Jfreechart for the three evaluated versions are represented below:

![Fig. 1: Correlation results of CK suite Metrics for Jfreechart 1.0.11](image-url)
Fig. 1 shows the correlation values between different CK metrics such as the value of 0.25 depicts the correlation between NOC and LOC. The same analogy is followed for the remaining values in Fig. 1, Fig. 2, Fig. 3 and Fig. 4. The results have shown a similar trend across all the three versions of JfreeChart as depicted in the Fig. 1, Fig. 2 and Fig. 3. It is evident from the result that WMC correlates more strongly with RFC and CBO. DIT had minor to moderate correlation with RFC and WMC. Moreover RFC metric is highly correlated with WMC. The NOC in this study had either trivial or minor correlation with RFC and WMC for all the three versions of the software. It was further observed that except NOC and DIT other design metrics significantly correlated to the LOC. The low correlation between the LOC and (DIT and NOC) are because of the reason that there may be small classes with few lines of code inside them but are designed in such a way that a long hierarchy of the inheritance exists which gives high values of

The above results also suggests that although WMC, RFC, and CBO measure different aspects of class design, there is a significant statistical reason to believe that classes with high WMC also have high values of RFC and CBO and vice versa.

The results generated for MOOD metrics are presented in Fig. 4. It is clear from the correlation results that there is no correlation between the MIF and AIF it is because of the reason that accessing attributes can be accomplished by two means, firstly, if attributes are not hidden, access them directly without concerning MIF value. Secondly, if attributes hidden, access them using unhidden methods. In case the attribute is to be made inaccessible then attributes and as well as methods both are made hidden. Hence, there is no relation between MIF and AIF. The above analogy can be applied on AHF and MHF to conclude a weak or negligible correlation between them.

Fig. 2 Correlation results of CK suite Metrics for JfreeChart 1.0.12

DIT and NOC and vice versa. It is evident from the results except NOC and DIT the other three metrics WMC, RFC and CBO have more or less notable correlations with each other. The high correlation value between RFC and WMC can be explained in the manner that with increased functionality provided by more methods i.e. with the increase in the WMC value, there is potential of increased method calls, thus increased RFC. No statistically significant relationships were found between DIT and NOC. Moderate correlation values between WMC and DIT is due to the fact that classes with larger number of methods are likely to be more application specific limiting the possibility of reuse.

Fig. 3 Correlation results of CK suite Metrics for JfreeChart 1.0.13

Further the results showed a strong negative correlation between the POF and AIF. The results are on the same analogy as the relation between POF and MIF. It appears that a considerable amount of attributes are visible (AIF has high value) nevertheless hardly any such attribute or method of such attribute is applied for POF (POF has minimum value). For the component it may concluded on the basis of the relation between POF and (MHF & AIF) that methods and as well as attributes are available for inheritance but these are not used.

Fig. 4 Correlation results of MOOD suite metrics for all versions of JfreeChart

It is evident from the results that AIF and MHF have a negative strong correlation. It may be due to addition of methods with public access modifier to the code for each visible attribute. Thus, making the software product more reusable but indicates insufficiently abstracted implementation and a large proportion of unprotected methods means the product is more prone to errors but is flexible as it may be inherited in any way.

The MOOD suite measures POF due to method overriding and not by method overloading or polymorphism due to interface implementation. The results indicate a positive relation between the POF and MHF. It is due to a large number of methods are made visible (MHF has low value) but only a few of such methods are overridden in sub classes (POF is restricted to a low value). We can intuitively say that polymorphism (overrides) was kept low to make the code understandable as more excessive polymorphic code may be too complex to understand.

Published By:
Blue Eyes Intelligence Engineering & Sciences Publication
It implies that the versions of JfreeChart considered in this study are flexible, extendable and usable but are error prone and lack security. Either one of them is not enough; especially AIF individually may not control POF value.

VII. CONCLUSION AND FUTURE SCOPE

This study is focused on the empirical investigation of the object oriented design metrics for a component showed that the results across the different versions of JfreeChart have similar trend with respect to correlation among CK metrics. The analysis of the software metrics is done by providing the empirical evidence of such metrics through case studies. This study provides the results of three versions of JfreeChart for the CK suite metrics and MOOD metrics suite. This empirical analysis provides the practitioner with some empirical evidence demonstrating that most of these metrics can be useful quality indicators. The CK metrics are correlated among themselves. WMC – RFC, CBO – RFC, WMC – CBO are highly correlated. Similarly, the MOOD metrics are correlated AIF – MHF and POF – AIF and negatively very strongly correlated, whereas POF – MHF is very strongly positively correlated. In future, validation of CK and MOOD suites of object oriented design metrics across different OO languages can be performed to further strengthen the opinion of this study.
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